
Hybrid Relaxed Concurrent Data Structures

Goals: Define a specification of hybrid relaxed data structures, devise algorithms matching the
specification.

Tools: Logic, algorithmic reasoning, programming.

Prerequisites: Maturity in math and algorithms, basic knowledge of distributed computing, basic
concurrent programming skills.

Many data structures, such as queues and stacks, are notorious for being concurrency-averse,
i.e., for not permitting efficient concurrent implementations. The reason is that concurrent threads
have to contend on the same elements of such data structures, which incurs considerable synchro-
nization costs. A popular way to improve performance is to relax the semantics by allowing some
operation to return elements out of order [1, 4, 6, 7]. For example, a k-out-of order queue allows
items to be dequeued out of FIFO order up to k elements. One can implement a k-out-of-order
queue from k independent queues: at the cost of weaker consistency guarantees, the relaxed queue
offers more parallelism and, as a result, exhibits significant performance gains.

Alternatively, one can also consider relaxations by allowing inconsistent responses under con-
tention [3]. For example, concurrent dequeue operations on a relaxed queue may be allowed to
return the same queue element. One can implement queues and stacks using basic read and write
operations, which is, in general, impossible for k-out-of-order queues.

In this project, we follow the quest for scalable but consistent concurrency by considering hybrid
relaxation. It makes sense to expect that in sequential executions, when no two operations contend
on the shared data, our concurrent implementation should ensure strong semantics, i.e., create an
illusion of an atomic object [5]. Under contention, when k ≥ 2 operations are concurrent, we might
want to expect the object to relax (up to k) the order in which the elements can be returned.

The plan is to study this notion with different levels of contention [2], from interval contention
to step contention and different relaxation approaches, and to check performance of resulting data
structures experimentally.

Milestones

1. Study the recent literature on relaxed concurrent data structures, starting from [1,3, 4, 6, 7].

2. Formally define the notion of hybrid relaxation.

3. Implement relaxed versions of a queue, a stack, and a priority queue, using read-write oper-
ations and, if needed, stronger synchronization primitives.

4. If time allows, study the performance of resulting implementations.
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